I0Zone Application 4

Introduction

TargetFS-LKM has been run on 10Zone. I0Zone is a file system benchmark application used to
test various file operations for Linux file systems. Download information and more details about
the benchmark itself can be found at: http://www.iozone.org.

The following modifications were done to the 10Zone Makefile to make it run in Blunk’s test en-
vironment:

1) CC, GCC and CFLAGS were modified to reflect the tool chain and architecture options
specific for Blunk:

CC = $(TARGET_CROSS_COMPILE)gcc
CFLAGS = -Wall —-g —D_FILE_OFFSET_BITS=64 -march=armv5t -mtune=arm926ej-s

2) Disabled tool chain dependent feature, Async 1/O, by removing the relevant compilation
file (libsync.c) and taking out the ASYNC_ 10 switch.

Blunk’s test environment for the 10Zone benchmark consists of the LPC3250 developer’s kit
from Embedded Artists, running Ubuntu 11.04 and Linux kernel version 2.6.39.2. The board is
equipped with a 1Gbit NAND SLC flash memory from Samsung. The part number for the
memory is K9F1GO8UOA.

The 10Zone benchmark was run on TargetFS-LKM, JFFS2 and UBIFS. JFFS2 is a log struc-
tured Linux native file system designed specifically for flash devices — i.e. it does not need a
flash translation layer. The Unsorted Block Image File System (UBIFS) is a Linux native suc-
cessor to JFFS2.

For additional information on UBIFS consult http://www.linux-mtd.infradead.org/index.html.

For additional information on JFFS2 consult http://sourceware.org/jffs2/.

I0Zone was run for all three available TargetFS-LKM configurations: asynchronous, background
synchronization and synchronous to emphasize the strength and purpose of each of these con-
figurations and how well it fares against the native Linux solutions in both read and write per-
formance. Each configuration section, besides the specific reads/writes graphs, contains a CPU
load graph to show the system load imposed by each file system.


http://www.iozone.org/
http://www.linux-mtd.infradead.org/index.html
http://sourceware.org/jffs2/
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Asynchronous Configuration

In this configuration, the file system responds instantaneously to application requests. This con-
figuration is ideal for writing files that can be cached without being throttled by the kernel.

The defining strength of this configuration is its effective use of the Linux page cache in its write-
back mode. Caching data in RAM results in quick writes to the cache. The kernel will spawn a
background flusher task to sync the dirty cache pages to the storage media. Sustained through-
put in this configuration depends on the flusher task being able to keep the number of dirty pag-
es within the allowed limits.

If the application issues write requests at a rate significantly higher than the flusher write-back
rate, the kernel will throttle the application by forcing it into sleep state which can prove counter-
productive. An effective adoption of this configuration will need to ensure that the rate and size
of content created for writing is within the bounds of the dirty page quota assigned for each pro-
cess, something which is true for any Linux file system which implements write-back, including
UBIFS. The quota value is a kernel configuration option.

TargetFS-LKM induces less CPU load and is more deterministic when mapping dirty pages to
storage memory blocks. These are some of the reasons for its better throughput numbers and
its scalability.
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CPU Load
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Background Synchronization Configuration

For large file sizes, file systems such as UBIFS, which are dependent on the Linux page cache,
are at a disadvantage because the files cannot be effectively cached. TargetFS-LKM is capable
of direct access to flash in this configuration which leads to lower system loads and faster
reads/writes.

Unlike the asynchronous configuration, in this configuration TargetFS-LKM employs the Linux
page cache in a write-through fashion, so it does not actually decouple the programming of file
data to the storage medium from the application context. It does however synchronize the file
system metadata in a background task. This configuration is frugal in its demand for CPU time
and does not create dirty cache pages. This configuration is thus ideal for background 1/O of file
sizes significantly larger than the application page cache quota.

File systems similar to UBIFS which insist on using the page cache at all times in write-back
mode will find it difficult to justify their performance when we consider the memory and CPU
load they exact for handling huge files within the constraints of available RAM.

For such use cases TargetFS-LKM in background sync mode performs just as fast and, at the
same time, consumes minimal system resources. This is quite evident from the graphs provided
below that show TargetFS-LKM matching and sometimes exceeding UBIFS throughput when
handling large file writes/reads.
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Synchronous Configuration

In this configuration all file systems were mounted with syncs enabled. TargetFS-LKM is faster

especially for file sizes ranging up to 2MB.

In this configuration, every application API request that changes the file system metadata will
trigger a volume sync for TargetFS-LKM. This means that, upon recovery from an unexpected

power loss, on the next mount, TargetFS-LKM will revert to the state immediately prior to the

interrupted API request, or, in other words, all completed application API requests are immedi-

ately saved to the storage media.
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Random Read
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File/Directory Operations Time Measurements

Besides read/write throughput, the 10Zone benchmark measures average execution times for
various file and directory operations such as: mkdir, rmdir, file open, file access, link, unlink, etc.

For both JFFS2 and UBIFS, some of these operations, like file open, are performed solely
inside the Linux VFS layer without any other work done by the specific native Linux file system,
and thus, they exceed TargetFS-LKM's performance since it has to do additional internal work
to its meta information.

Furthermore, file systems such as JFFS2 keep all of their meta information in RAM, so, even for
operations that result in a change of meta state, the execution time is faster than for file systems
like TargetFS-LKM and UBIFS which have to cache theirs. While this is an advantage for small
volumes, it is a big detriment to scalability.
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Mount Times

One of the strengths of the TargetXFS/TargetFTL-NDM/TargetNDM is its fast, deterministic and
constant mount time, even in the case of recovery from unexpected power offs.

To showcase this, we have measured the time to mount a completely full 978 blocks volume on
Blunk’s test platform for TargetFS-LKM, JFFS2 and UBIFS.

For TargetFS-LKM we timed the kernel module load command and the volume mount
command:

» insmod targetsys.ko
» mount -t txfs mtd3 /mnt/txfs flash

For JFFS2 we timed the volume mount command:
» mount -t jffs2 mtd3 /mtn/flash mtd
For UBIFS we timed the device add command and the volume mount command:

» ubiattach /dev/ubi ctrl -m 3
» mount -t ubifs ubiO:benchmark /mnt/ubifs/

The table below and its corresponding graph contain the overall mount measurements:

command seconds
TFS-LKM insmod 0.17
mount 0.47
0.64 | Total |
JFFS2 mount |  18.75
18.75 | Total |
UBIFS ubiattach 0.39
mount 0.12
0.51 | Total |
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Intentionally left blank.
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